import pandas as pd  
from sklearn.model\_selection import train\_test\_split # Changed train\_selection to train\_test\_split  
import matplotlib.pyplot as plt  
from matplotlib import pyplot  
from sklearn.utils import shuffle

**DATASET BALANCING USING PANDAS**

df=pd.read\_csv( 'magicdataset.csv' )  
df

{"summary":"{\n \"name\": \"df\",\n \"rows\": 19020,\n \"fields\": [\n {\n \"column\": \"fLength\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 42.364854942802815,\n \"min\": 4.2835,\n \"max\": 334.177,\n \"num\_unique\_values\": 18643,\n \"samples\": [\n 29.3302,\n 61.2341,\n 40.7017\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fWidth\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 18.346056295681635,\n \"min\": 0.0,\n \"max\": 256.382,\n \"num\_unique\_values\": 18200,\n \"samples\": [\n 10.5168,\n 22.4704,\n 18.0348\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fSize\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 0.4725986486893089,\n \"min\": 1.9413,\n \"max\": 5.3233,\n \"num\_unique\_values\": 7228,\n \"samples\": [\n 2.8136,\n 2.5121,\n 3.3903\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fConc\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 0.18281314722123734,\n \"min\": 0.0131,\n \"max\": 0.893,\n \"num\_unique\_values\": 6410,\n \"samples\": [\n 0.0997,\n 0.1842,\n 0.131\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fConc1\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 0.11051079890195728,\n \"min\": 0.0003,\n \"max\": 0.6752,\n \"num\_unique\_values\": 4421,\n \"samples\": [\n 0.4651,\n 0.0325,\n 0.1752\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fAsym\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 59.20606198471514,\n \"min\": -457.9161,\n \"max\": 575.2407,\n \"num\_unique\_values\": 18704,\n \"samples\": [\n -59.0369,\n 31.8588,\n 32.1961\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fM3Long\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 51.00011801388597,\n \"min\": -331.78,\n \"max\": 238.321,\n \"num\_unique\_values\": 18693,\n \"samples\": [\n -12.7648,\n 18.1689,\n 18.9666\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fM3Trans\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 20.827438947228195,\n \"min\": -205.8947,\n \"max\": 179.851,\n \"num\_unique\_values\": 18390,\n \"samples\": [\n -39.2878,\n -9.7515,\n -17.2016\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fAlpha\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 26.103620510358212,\n \"min\": 0.0,\n \"max\": 90.0,\n \"num\_unique\_values\": 17981,\n \"samples\": [\n 8.3289,\n 5.86,\n 1.2801\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"fDist\",\n \"properties\": {\n \"dtype\": \"number\",\n \"std\": 74.73178696313774,\n \"min\": 1.2826,\n \"max\": 495.561,\n \"num\_unique\_values\": 18437,\n \"samples\": [\n 290.884,\n 199.29,\n 171.345\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n },\n {\n \"column\": \"class\",\n \"properties\": {\n \"dtype\": \"category\",\n \"num\_unique\_values\": 2,\n \"samples\": [\n \"h\",\n \"g\"\n ],\n \"semantic\_type\": \"\",\n \"description\": \"\"\n }\n }\n ]\n}","type":"dataframe","variable\_name":"df"}

classG=df[df['class']== 'g' ]  
classH=df[df['class']== 'h' ]  
countG, countH = df['class'].value\_counts()

classGUnder = classG.sample(countH)  
newDataset = pd.concat([classGUnder, classH], axis=0)  
newDataset.to\_csv('balanced\_dataset.csv',index=False)  
# df1=pd.read\_csv( 'balanced\_dataset.csv' )  
# df1

# Reading Data without recreating it each time

newDataset = pd.read\_csv('balanced\_dataset.csv')  
newDataset['class'].hist()

<Axes: >

![](data:image/png;base64,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)

**Data Split**

x = newDataset.drop('class', axis=1) # 1 for column, 0 for index  
y = newDataset['class'] # Remove the trailing comma to avoid creating a tuple  
  
x\_train, x\_test, y\_train, y\_test = train\_test\_split(x, y, test\_size=0.3)

**IMPORTING MODELS**

import numpy as np  
import tensorflow as tf  
from tensorflow.keras import layers, models  
from sklearn.preprocessing import StandardScaler

**STANDARDIZE THE FEATURES**

scaler = StandardScaler()  
x\_train = scaler.fit\_transform(x\_train)  
x\_test = scaler.transform(x\_test)

**BUILDING THE MODEL**

We will Build the Neural Network Model using the Keras API in TensorFlow.

**MODEL ARCHITECTURE**

Model: "sequential"

* The Model consists of three layers: two hidden layer and one output layer
* The input layer takes in the 10 features from our dataset

model = models.Sequential()  
model.add(layers.Dense(64, activation='relu', input\_shape=(x\_train.shape[1],)))  
model.add(layers.Dense(32, activation='relu'))  
model.add(layers.Dense(1, activation='sigmoid'))

/usr/local/lib/python3.10/dist-packages/keras/src/layers/core/dense.py:87: UserWarning: Do not pass an `input\_shape`/`input\_dim` argument to a layer. When using Sequential models, prefer using an `Input(shape)` object as the first layer in the model instead.  
 super().\_\_init\_\_(activity\_regularizer=activity\_regularizer, \*\*kwargs)

loss\_functions = {  
 'binary\_crossentropy': 'binary\_crossentropy',  
 'hinge': 'hinge',  
 'focal\_loss' : 'binary\_crossentropy' #Placeholder for focal loss  
 }

def focal\_loss(gamma=2.0, alpha=0.25):  
 def focal\_loss\_fixed(y\_true, y\_pred):  
 epsilon = tf.keras.backend.epsilon()  
 y\_pred = tf.clip\_by\_value(y\_pred, epsilon, 1. - epsilon)  
 cross\_entropy = -y\_true \* tf.math.log(y\_pred)  
 loss = alpha \* tf.pow(1 - y\_pred, gamma) \* cross\_entropy  
 return tf.reduce\_mean(tf.reduce\_sum(loss, axis=1))  
 return focal\_loss\_fixed

**Neural Network using TensorFlow**

import pandas as pd  
import numpy as np  
from sklearn.model\_selection import train\_test\_split  
from sklearn.preprocessing import StandardScaler  
import tensorflow as tf  
from tensorflow.keras import layers, models  
  
# Load the dataset  
url = "https://archive.ics.uci.edu/ml/machine-learning-databases/magic/magic04.data"  
column\_names = ['fLength', 'fWidth', 'fSize', 'fConc', 'fConc1', 'fAsym',  
 'fM3Long', 'fM3Trans', 'fAlpha', 'fDist', 'class']  
data = pd.read\_csv(url, header=None, names=column\_names)  
  
# Preprocess the data  
data['class'] = data['class'].map({'g': 1, 'h': 0}) # Convert class labels to binary  
X = data.drop('class', axis=1)  
y = data['class']  
  
# Split the dataset into majority and minority classes  
classG = data[data['class'] == 1]  
classH = data[data['class'] == 0]  
  
# Balance the dataset by undersampling the majority class  
countH = len(classH)  
classGUnder = classG.sample(countH)  
newDataset = pd.concat([classGUnder, classH], axis=0)  
  
# Split the balanced dataset  
X = newDataset.drop('class', axis=1)  
y = newDataset['class']  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)  
  
# Standardize the features  
scaler = StandardScaler()  
X\_train = scaler.fit\_transform(X\_train)  
X\_test = scaler.transform(X\_test)  
  
# Build the model  
model = models.Sequential()  
model.add(layers.Dense(128, activation='relu', input\_shape=(X\_train.shape[1],)))  
model.add(layers.Dense(64, activation='relu'))  
model.add(layers.Dense(32, activation='relu'))  
model.add(layers.Dense(1, activation='sigmoid')) # Output layer for binary classification  
  
# Compile the model with different loss functions  
loss\_functions = {  
 'binary\_crossentropy': 'binary\_crossentropy',  
 'hinge': 'hinge',  
 'focal\_loss': focal\_loss(gamma=2.0, alpha=0.25) # Use the custom focal loss function  
}  
  
# Custom focal loss function  
def focal\_loss(gamma=2.0, alpha=0.25):  
 def focal\_loss\_fixed(y\_true, y\_pred):  
 epsilon = tf.keras.backend.epsilon()  
 y\_pred = tf.clip\_by\_value(y\_pred, epsilon, 1. - epsilon)  
 cross\_entropy = -y\_true \* tf.math.log(y\_pred)  
 loss = alpha \* tf.pow(1 - y\_pred, gamma) \* cross\_entropy  
 return tf.reduce\_mean(tf.reduce\_sum(loss, axis=1))  
 return focal\_loss\_fixed  
  
# Train and evaluate the model with different loss functions  
for loss\_name, loss\_function in loss\_functions.items():  
 print(f"Training with loss function: {loss\_name}")  
  
 model.compile(optimizer='adam', loss=loss\_function, metrics=['accuracy'])  
  
 model.fit(X\_train, y\_train, epochs=10, batch\_size=32, validation\_split=0.2)  
 test\_loss, test\_accuracy = model.evaluate(X\_test, y\_test)  
 print(f"Test accuracy with {loss\_name}: {test\_accuracy:.4f}\n")

Training with loss function: binary\_crossentropy  
Epoch 1/10

/usr/local/lib/python3.10/dist-packages/keras/src/layers/core/dense.py:87: UserWarning: Do not pass an `input\_shape`/`input\_dim` argument to a layer. When using Sequential models, prefer using an `Input(shape)` object as the first layer in the model instead.  
 super().\_\_init\_\_(activity\_regularizer=activity\_regularizer, \*\*kwargs)

268/268 ━━━━━━━━━━━━━━━━━━━━ 3s 3ms/step - accuracy: 0.7544 - loss: 0.5082 - val\_accuracy: 0.8318 - val\_loss: 0.3788  
Epoch 2/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8338 - loss: 0.3745 - val\_accuracy: 0.8332 - val\_loss: 0.3731  
Epoch 3/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8417 - loss: 0.3629 - val\_accuracy: 0.8379 - val\_loss: 0.3522  
Epoch 4/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8477 - loss: 0.3500 - val\_accuracy: 0.8430 - val\_loss: 0.3443  
Epoch 5/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8502 - loss: 0.3388 - val\_accuracy: 0.8421 - val\_loss: 0.3436  
Epoch 6/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8565 - loss: 0.3300 - val\_accuracy: 0.8458 - val\_loss: 0.3385  
Epoch 7/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8577 - loss: 0.3274 - val\_accuracy: 0.8397 - val\_loss: 0.3447  
Epoch 8/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8558 - loss: 0.3278 - val\_accuracy: 0.8500 - val\_loss: 0.3402  
Epoch 9/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 2s 4ms/step - accuracy: 0.8584 - loss: 0.3253 - val\_accuracy: 0.8411 - val\_loss: 0.3459  
Epoch 10/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.8563 - loss: 0.3179 - val\_accuracy: 0.8472 - val\_loss: 0.3339  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 2ms/step - accuracy: 0.8569 - loss: 0.3325  
Test accuracy with binary\_crossentropy: 0.8524  
  
Training with loss function: hinge  
Epoch 1/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 3s 5ms/step - accuracy: 0.8446 - loss: 0.6705 - val\_accuracy: 0.8383 - val\_loss: 0.6671  
Epoch 2/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 2s 3ms/step - accuracy: 0.8524 - loss: 0.6569 - val\_accuracy: 0.8425 - val\_loss: 0.6600  
Epoch 3/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8578 - loss: 0.6468 - val\_accuracy: 0.8491 - val\_loss: 0.6539  
Epoch 4/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8550 - loss: 0.6431 - val\_accuracy: 0.8402 - val\_loss: 0.6643  
Epoch 5/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8581 - loss: 0.6409 - val\_accuracy: 0.8486 - val\_loss: 0.6556  
Epoch 6/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8609 - loss: 0.6311 - val\_accuracy: 0.8458 - val\_loss: 0.6579  
Epoch 7/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 2s 3ms/step - accuracy: 0.8569 - loss: 0.6507 - val\_accuracy: 0.8425 - val\_loss: 0.6593  
Epoch 8/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.8576 - loss: 0.6404 - val\_accuracy: 0.8383 - val\_loss: 0.6645  
Epoch 9/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.8619 - loss: 0.6365 - val\_accuracy: 0.8505 - val\_loss: 0.6528  
Epoch 10/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8567 - loss: 0.6432 - val\_accuracy: 0.8430 - val\_loss: 0.6590  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 2ms/step - accuracy: 0.8364 - loss: 0.6631  
Test accuracy with hinge: 0.8419  
  
Training with loss function: focal\_loss  
Epoch 1/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 2s 3ms/step - accuracy: 0.7456 - loss: 0.0174 - val\_accuracy: 0.5332 - val\_loss: 7.2481e-16  
Epoch 2/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.5275 - loss: 8.4542e-07 - val\_accuracy: 0.5322 - val\_loss: 4.5793e-16  
Epoch 3/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.5503 - loss: 9.6561e-08 - val\_accuracy: 0.5322 - val\_loss: 3.8910e-16  
Epoch 4/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.5276 - loss: 3.3382e-08 - val\_accuracy: 0.5322 - val\_loss: 3.4315e-16  
Epoch 5/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.5245 - loss: 8.9874e-08 - val\_accuracy: 0.5322 - val\_loss: 3.1287e-16  
Epoch 6/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.5238 - loss: 6.7383e-09 - val\_accuracy: 0.5318 - val\_loss: 2.9286e-16  
Epoch 7/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.5298 - loss: 2.2124e-08 - val\_accuracy: 0.5318 - val\_loss: 2.6395e-16  
Epoch 8/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.5315 - loss: 7.9460e-09 - val\_accuracy: 0.5318 - val\_loss: 2.4525e-16  
Epoch 9/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.5355 - loss: 7.3973e-09 - val\_accuracy: 0.5318 - val\_loss: 2.2933e-16  
Epoch 10/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.5271 - loss: 5.5966e-09 - val\_accuracy: 0.5318 - val\_loss: 2.1530e-16  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 2ms/step - accuracy: 0.5261 - loss: 7.5497e-12  
Test accuracy with focal\_loss: 0.5247

import pandas as pd  
import numpy as np  
from sklearn.model\_selection import train\_test\_split  
from sklearn.preprocessing import StandardScaler  
from sklearn.metrics import classification\_report  
import tensorflow as tf  
from tensorflow.keras import layers, models  
  
# Load the dataset  
url = "https://archive.ics.uci.edu/ml/machine-learning-databases/magic/magic04.data"  
column\_names = ['fLength', 'fWidth', 'fSize', 'fConc', 'fConc1', 'fAsym',  
 'fM3Long', 'fM3Trans', 'fAlpha', 'fDist', 'class']  
data = pd.read\_csv(url, header=None, names=column\_names)  
  
# Preprocess the data  
data['class'] = data['class'].map({'g': 1, 'h': 0}) # Convert class labels to binary  
X = data.drop('class', axis=1)  
y = data['class']  
  
# Split the dataset into majority and minority classes  
classG = data[data['class'] == 1]  
classH = data[data['class'] == 0]  
  
# Balance the dataset by undersampling the majority class  
countH = len(classH)  
classGUnder = classG.sample(countH)  
newDataset = pd.concat([classGUnder, classH], axis=0)  
  
# Split the balanced dataset  
X = newDataset.drop('class', axis=1)  
y = newDataset['class']  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)  
  
# Standardize the features  
scaler = StandardScaler()  
X\_train = scaler.fit\_transform(X\_train)  
X\_test = scaler.transform(X\_test)  
  
# Custom focal loss function  
def focal\_loss(gamma=2.0, alpha=0.25):  
 def focal\_loss\_fixed(y\_true, y\_pred):  
 epsilon = tf.keras.backend.epsilon()  
 y\_pred = tf.clip\_by\_value(y\_pred, epsilon, 1. - epsilon)  
 cross\_entropy = -y\_true \* tf.math.log(y\_pred)  
 loss = alpha \* tf.pow(1 - y\_pred, gamma) \* cross\_entropy  
 return tf.reduce\_mean(tf.reduce\_sum(loss, axis=1))  
 return focal\_loss\_fixed  
  
# Build the model  
model = models.Sequential()  
model.add(layers.Dense(128, activation='relu', input\_shape=(X\_train.shape[1],)))  
model.add(layers.Dense(64, activation='relu'))  
model.add(layers.Dense(32, activation='relu'))  
model.add(layers.Dense(1, activation='sigmoid')) # Output layer for binary classification  
  
# Compile the model with different loss functions  
loss\_functions = {  
 'binary\_crossentropy': 'binary\_crossentropy',  
 'hinge': 'hinge',  
 'focal\_loss': focal\_loss(gamma=2.0, alpha=0.25) # Use the custom focal loss function  
}  
  
# Train and evaluate the model with different loss functions  
for loss\_name, loss\_function in loss\_functions.items():  
 print(f"Training with loss function: {loss\_name}")  
  
 model.compile(optimizer='adam', loss=loss\_function, metrics=['accuracy'])  
  
 model.fit(X\_train, y\_train, epochs=10, batch\_size=32, validation\_split=0.2)  
 test\_loss, test\_accuracy = model.evaluate(X\_test, y\_test)  
 print(f"Test accuracy with {loss\_name}: {test\_accuracy:.4f}")  
  
 # Get predictions  
 y\_pred\_prob = model.predict(X\_test)  
 y\_pred = (y\_pred\_prob > 0.5).astype(int) # Convert probabilities to binary predictions  
  
 # Calculate precision, recall, and F1 score  
 report = classification\_report(y\_test, y\_pred, target\_names=['Class H (0)', 'Class G (1)'], output\_dict=True)  
  
 precision = report['Class G (1)']['precision']  
 recall = report['Class G (1)']['recall']  
 f1\_score = report['Class G (1)']['f1-score']  
  
 print(f"Precision for Class G (1): {precision:.4f}")  
 print(f"Recall for Class G (1): {recall:.4f}")  
 print(f"F1 Score for Class G (1): {f1\_score:.4f}\n")

Training with loss function: binary\_crossentropy  
Epoch 1/10

/usr/local/lib/python3.10/dist-packages/keras/src/layers/core/dense.py:87: UserWarning: Do not pass an `input\_shape`/`input\_dim` argument to a layer. When using Sequential models, prefer using an `Input(shape)` object as the first layer in the model instead.  
 super().\_\_init\_\_(activity\_regularizer=activity\_regularizer, \*\*kwargs)

268/268 ━━━━━━━━━━━━━━━━━━━━ 3s 4ms/step - accuracy: 0.7190 - loss: 0.5397 - val\_accuracy: 0.8196 - val\_loss: 0.3831  
Epoch 2/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8262 - loss: 0.3867 - val\_accuracy: 0.8336 - val\_loss: 0.3575  
Epoch 3/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8455 - loss: 0.3588 - val\_accuracy: 0.8350 - val\_loss: 0.3622  
Epoch 4/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8429 - loss: 0.3508 - val\_accuracy: 0.8463 - val\_loss: 0.3341  
Epoch 5/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8500 - loss: 0.3381 - val\_accuracy: 0.8472 - val\_loss: 0.3329  
Epoch 6/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8504 - loss: 0.3273 - val\_accuracy: 0.8477 - val\_loss: 0.3323  
Epoch 7/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.8540 - loss: 0.3291 - val\_accuracy: 0.8561 - val\_loss: 0.3268  
Epoch 8/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.8525 - loss: 0.3316 - val\_accuracy: 0.8598 - val\_loss: 0.3230  
Epoch 9/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8556 - loss: 0.3262 - val\_accuracy: 0.8523 - val\_loss: 0.3240  
Epoch 10/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8566 - loss: 0.3191 - val\_accuracy: 0.8533 - val\_loss: 0.3412  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 1ms/step - accuracy: 0.8396 - loss: 0.3604  
Test accuracy with binary\_crossentropy: 0.8382  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 2ms/step  
Precision for Class G (1): 0.8484  
Recall for Class G (1): 0.8209  
F1 Score for Class G (1): 0.8344  
  
Training with loss function: hinge  
Epoch 1/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 2s 3ms/step - accuracy: 0.8534 - loss: 0.6677 - val\_accuracy: 0.8444 - val\_loss: 0.6601  
Epoch 2/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8544 - loss: 0.6458 - val\_accuracy: 0.8439 - val\_loss: 0.6590  
Epoch 3/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8460 - loss: 0.6568 - val\_accuracy: 0.8383 - val\_loss: 0.6643  
Epoch 4/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8560 - loss: 0.6419 - val\_accuracy: 0.8416 - val\_loss: 0.6586  
Epoch 5/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8588 - loss: 0.6368 - val\_accuracy: 0.8481 - val\_loss: 0.6559  
Epoch 6/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.8588 - loss: 0.6519 - val\_accuracy: 0.8383 - val\_loss: 0.6634  
Epoch 7/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 2s 4ms/step - accuracy: 0.8525 - loss: 0.6432 - val\_accuracy: 0.8477 - val\_loss: 0.6560  
Epoch 8/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.8672 - loss: 0.6270 - val\_accuracy: 0.8477 - val\_loss: 0.6563  
Epoch 9/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8657 - loss: 0.6323 - val\_accuracy: 0.8495 - val\_loss: 0.6548  
Epoch 10/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.8581 - loss: 0.6460 - val\_accuracy: 0.8346 - val\_loss: 0.6687  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 1ms/step - accuracy: 0.8303 - loss: 0.6712  
Test accuracy with hinge: 0.8352  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 2ms/step  
Precision for Class G (1): 0.8289  
Recall for Class G (1): 0.8420  
F1 Score for Class G (1): 0.8354  
  
Training with loss function: focal\_loss  
Epoch 1/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 2s 3ms/step - accuracy: 0.7438 - loss: 0.0164 - val\_accuracy: 0.5696 - val\_loss: 1.7174e-04  
Epoch 2/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.5743 - loss: 4.4009e-07 - val\_accuracy: 0.5654 - val\_loss: 1.4567e-04  
Epoch 3/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.5619 - loss: 3.7090e-08 - val\_accuracy: 0.5654 - val\_loss: 1.4494e-04  
Epoch 4/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.5643 - loss: 1.4793e-08 - val\_accuracy: 0.5654 - val\_loss: 1.4414e-04  
Epoch 5/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.5642 - loss: 4.2458e-08 - val\_accuracy: 0.5654 - val\_loss: 1.4337e-04  
Epoch 6/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.5636 - loss: 1.9525e-08 - val\_accuracy: 0.5654 - val\_loss: 1.4257e-04  
Epoch 7/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 2s 4ms/step - accuracy: 0.5695 - loss: 1.1986e-08 - val\_accuracy: 0.5650 - val\_loss: 1.4176e-04  
Epoch 8/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 4ms/step - accuracy: 0.5717 - loss: 5.8084e-09 - val\_accuracy: 0.5650 - val\_loss: 1.4097e-04  
Epoch 9/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 3ms/step - accuracy: 0.5684 - loss: 5.0746e-09 - val\_accuracy: 0.5640 - val\_loss: 1.4020e-04  
Epoch 10/10  
268/268 ━━━━━━━━━━━━━━━━━━━━ 1s 2ms/step - accuracy: 0.5673 - loss: 1.7621e-09 - val\_accuracy: 0.5640 - val\_loss: 1.3955e-04  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 1ms/step - accuracy: 0.5626 - loss: 3.6021e-06  
Test accuracy with focal\_loss: 0.5609  
84/84 ━━━━━━━━━━━━━━━━━━━━ 0s 2ms/step  
Precision for Class G (1): 0.5308  
Recall for Class G (1): 1.0000  
F1 Score for Class G (1): 0.6935

import matplotlib.pyplot as plt  
import seaborn as sns  
from sklearn.metrics import confusion\_matrix  
  
# Assuming y\_test and y\_pred are already defined from your previous code  
# y\_pred contains the binary predictions from the model  
  
# Create confusion matrix  
cm = confusion\_matrix(y\_test, y\_pred)  
  
# Plotting the confusion matrix  
plt.figure(figsize=(8, 6))  
sns.heatmap(cm, annot=True, fmt='d', cmap='Blues', xticklabels=['Class H (0)', 'Class G (1)'], yticklabels=['Class H (0)', 'Class G (1)'])  
plt.title('Confusion Matrix')  
plt.xlabel('Predicted Label')  
plt.ylabel('True Label')  
plt.show()
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